**Roll No: 1803067**

**Lab final**

**Lab Task Q1a**

**Question:**

**Q1.**  Consider following Version1 of Code Snippet:

**SUB main ()  
  
suru  
  
       INT --> p  
  
       INT --> q  
  
       p soman  8  
  
       q soman p jog 12 - 1  
  
       print <-- q  
  
sesh**

**a.** Design Lexical Analysis and Syntax Analysis part of compiler based on the version1 of code snippet.

**b.** Design Intermediate Code Generation and Code Generation part of compiler based on the version1 of code snippet.

**Solution (Bold your own written code):**

.l file

|  |
| --- |
| %option noyywrap  %{      #define UNDEF\_TYPE 0      #define INT\_TYPE 1      #define REAL\_TYPE 2      #define CHAR\_TYPE 3      #define SINGLE\_TYPE 4      #include <stdio.h>      #include <stdlib.h>      #include <string.h>      #include "parser.tab.h"        int lineno = 1; // initialize to 1      void yyerror();  %}  alpha     [a-zA-Z]  digit     [0-9]  alnum     {alpha}|{digit}  print     [ -~]  ID        {alpha}{alnum}\*  ICONST    [0-9]{digit}\*  %%  "//".\*        { }  "INT"       {yylval.int\_val=INT\_TYPE; return INT; }  "SUB"           { return RETTYPE; }  "suru"          { return SURU ;}  "sesh"          { return SESH ;}  "-->"           {  return CIN ;}  "<--"           { return COUT; }  "jog"       { return ADDOP; }  "-"       { return SUBOP; }  "\*"       { return MULOP; }  "/"       { return DIVOP; }  "=="      { return EQUOP; }  ">"       { return GT; }  "<"       { return LT; }  "("       { return LPAREN; }  ")"       { return RPAREN; }  "{"       { return LBRACE; }  "}"       { return RBRACE; }  ";"       { return SEMI; }  "soman"       { return ASSIGN; }  "print"       { return PRINT; }  "scan"       { return SCAN; }  {ID}        {strcpy(yylval.str\_val, yytext); return ID;}  {ICONST}    {yylval.int\_val=atoi(yytext); return ICONST;}  "\n"        { lineno += 1; }  [ \t\r\f]+  .       { yyerror("Unrecognized character"); } |

.y file

|  |
| --- |
| %{      #include <stdio.h>      #include <stdlib.h>      #include <string.h>      #include "symtab.c"      #include "codeGen.c"      void yyerror();      extern int lineno;      extern int yylex();  %}  %union  {      char str\_val[100];      int int\_val;  }  %token PRINT SCAN  %token ADDOP SUBOP MULOP DIVOP EQUOP LT GT  %token LPAREN RPAREN LBRACE RBRACE SEMI ASSIGN  %token<str\_val> ID  %token ICONST  %token  INT  %type <int\_val> INT  ICONST  %token  RETTYPE SURU  SESH  CIN  COUT  %left LT GT /\*LT GT has lowest precedence\*/  %left ADDOP  %left MULOP /\*MULOP has lowest precedence\*/  %start program  %%  program:RETTYPE ID LPAREN RPAREN SURU code SESH ;  code:code stmnt | ;  stmnt : dec | assign | printfun ;  dec : INT CIN ID ;  assign : ID ASSIGN exp ;  exp : exp ADDOP exp      | exp SUBOP exp      | T ;  T : ID | ICONST ;  printfun : PRINT COUT ID ;  %%  void yyerror ()  {      printf("Syntax error at line %d\n", lineno);      exit(1);  }  int main (int argc, char \*argv[])  {      yyparse();      printf("Parsing finished!\n");      //printf("============= INTERMEDIATE CODE===============\n");      print\_code();     // printf("============= ASM CODE===============\n");      print\_assembly();      return 0;  } |

**Output (Screen/SnapShot):**

**![C:\Users\USER\Desktop\labfinal\LF_1803067_Q1a\Screenshot 2023-08-05 114236.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiMAAACeCAYAAADg4QozAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAADGlSURBVHhe7Z17rFXV9e+XV3+gtoRXC0preYm2QJWHgoooRbCVaiCClrQWFZpoeMm13lQLXi4RftY/hNBI6z+IGkJQkZ81FptGfMXGIhK0RQuhPAQFWyVYqaUI6PUz2GN3nsV+zL33Omcfzvl+kpW193rM15prjjHHnGuOk7p06fJ58gWff2673P5wcsf//kdy8r8vTOYt+osdF0IIIYRoDP5Xbp9n5IQDyaL/czjZubBz8j9r/yt3VAghhBCicThOGena7lCS/P2/kidy/4UQQgghGpPjlBEhhBBCiKZEyogQQggh6oqUESGEEELUlZQycjjp2SVJ/vXxybn/QgghhBCNyzFl5Px/J4v+7wfJkp9/lHT9W4dk9v/IYCKEEEKIpqHIOiPH9ueee27ypz/9yf4LIYQQQjQGMoEIIYQQoq5IGRFCCCFEXZEyIoQQQoi60myUke9973vJgw8+mFx88cW5Iy2DEzFfLfVZZEVLKJ/p06dbPuqF6pgQIqTZKCO/+93vks6dOydjx47NHWkZnIj5ao5pRnCxleOb3/xmowvZmPIhDS+++GJ++9nPfpY7UzmxeXeI64knnsjHnRb4/J8wYUIyc+bM3JFsicl7S33fxYlHpe+XaBwyU0ZogBYvXpxvgGgMK22AX3/99eSiiy4ygVKMQo1bc69MWeXrq1/9ajJ37txkzZo1dj37X/ziF3bc4Xp/BunNSR8vFE5smsON59/YikA5EG533nln7l/jUa58NmzYYGXK1pRQh6666qpk3759ybPPPmvbX//619zZY7z66qvJm2++ac+9MYjNe0wdi3m3S9X5Suoj6eD9ckWuUPvFO0K+wnew0HUc82sI77rrrsudOQYKIe9LGA5xpykXjuNpf/TRR+1af5fTimF6KxZeIdLtD+nBwhYSU4ZCFCITZYQKjQDo2LFjsmTJEntZt23bllx++eUlG5o0Dz30UPKvf/2rxfWWssrX5MmTk+985zvWGFDGL730UnLeeeclV199de6KY3zwwQd5QRRuIZs3b84f5/NthMJPf/rT3Nn4NHs4L7zwQtKnTx+rB5U0cCcq5cqHZ0Dvn60pueCCC5Jdu3Ylt956a3LffffZRlrS3HbbbckDDzyQ+5ctsXnP8n0vVud37tyZu6I8pGPo0KGmyBVjzpw59q4gbP0dRPkLhfLNN99sxzjHNXv27EmmTZvWwEJ14403Jm3bts2HwzvIu829Tkw4wHUoZNxPeZJvrE4h4fvOxnWUGfHHMnXqVIvD00Mbj4UtzHtMGcaAElOJ7BAnPpkoI9dff701gAgzKjeNEEKJF46XIISKi8ZcqMfCy8FLiRIT9tIrhXupzK6d+xa+6JDudYTnwx4FPRjO+bVhDyYmrqzy1bNnTytPhAhljKAZM2ZMsmzZstwVx6AhcEEUbiE7duzIH+dZ/fGPf7RG1olNs4czb948e97cR30IKVXOEPu80tAL9F4z93MPjTeE4XAuJJ2etPLkvXGes4dB4xuWQ1bPNKxnpCUdT4inx5XRQtdx7K233sr9a4iXkW9ediGF8h7Wd6gkzaXIqgyhWJ1Ptz+l+M1vfmPv01NPPZU7cjwoEITJO+fvIKCIO4RBe8g5rpk/f/5xShfKIpuHQ9zwz3/+0/YQEw7PgvcOSxf12JXQdL7D9524Tj/99GTTpk25s+VBMUARodPh6aHdIB6enxNThjH1hzC9LhZqBzwMr6e00f47rK/V1tWwbXHS7Ua59klURs3KCA+bh0slpXEJSf+Hr3/967Y/88wzbZ/m4Ycfthcl3duvBCwICCV6EmFvAPO0Q8UKex2YjHmpXTC5qZnGgAYIbZ+Gg3zyUpJviIkLssjXRx99ZI2Cx93YVJpmnjflSX3w3lu5cobYMgwhjm984xvJ3r177T+NIOGjVAG/ffOGHmhAiIvnShxAbzNdpvQsO3XqZPdzHYoaPcOQLJ4pPXfPL/knnnvuuSd39j+E6aFBDC1ZXic8D1go/X/Yi/YyYisFcfF+kiaETbrHHpvmGLIow6yIUVyob9Q76i910K0Cr7zyiu2B464QUv68F9S3bt262bEQnh1le/vtt1vbgpBzYsKhLqOgoKgMHjzYnjlhOv6sUFacUaNG2f73v/+97WP49re/bft169bZ3kHJIZ0eZ0wZxtQfFJpHHnkkOXTokLUX1HmUjDBvwDtBOOeff76VjddXp5q6mm5bIKYdE7VxSm5fM+GDKwXaNC8MmnUhqEy8OFTGdI8/FiwIwAtaSCECzNkILrR8ID3cd+mll1qDwH0cGzdunL0Ad911lwlHflPZqfx+D5SKC7LI1/33328bZfjDH/7QGq9CYSFMeHmcv//978ddR7r9GoQXL6kLcqeaNPv8hPbt29u+XDlDbBmGuGLgjSNpZeO5QLH6xbMjDnqQwPOkBzRixIgG93zpS1+yoQzgOAIAhTQki2fq6XYQbpi+aRDTZeHpAZR6huiAnjINpcOzZAPCdqUujIs6VAzyTvkSP+ngOXXp0iV3trI0l4Nwai1DSNd58DqXJVgAyS8KBEosigBD016XQ+UP4Ul9Q6gCAi6EdtCfA+UQCvrYcKjvlB/tQnjc05R+VjBkyBB7TqWU/TS9evXK/WoIcVP3evTocVw8xUinqVj98frAO0odx1pCOfCuOigYngaup56GCktsXCHptgVi2jFRG3X5mqaYoHDQYqks1Wqda9eutT2VBEFDIxVWUCB8Gmw34bFxDVaQQoQNOi+DV8qYuJxa88XLM2nSpHyjhGaOOZEwQ/jPy+lbWogCafTzlIM3aGlqTXNMOceWoQscrqFRonEoV5fS0GAz1u3wPOlRdejQIXfkGBwLodGjB5+m1vIhnwgb8sSGoAB6uSHpMfj9+/fn00NdpE56I02a/L8rXZVA3r2hLtRgx6Y5llrLENJ1nq0xQAlBmCGoSDfDTBxDsQBXwkPCoZcQ6i7PiI4OFgDvqEEl4dCZ+O///m8LizLkmaWHSh2UHN4Bevj1opL6w7VYclAGqO/p97IcsXGVa1ti2jFRG5kpI8WGXaqBSkClu+KKK3JHKgOhRiO8atUqe8l9/DHd2FHh3Gztmwv6WGLjglrz5dADQCkhvTQs4cRTcIWplEBygUU66d0dPHiwoOCpNM2F6kG5co4tQxc4NAJAg1Bvanmm5GfhwoVJ//79zdzNhtITw6mnnpr71bTUkuZiZPFepOs8W9aQdzoAWCSxkKAEokBs3bo1mTJlil1DXhyuIR3UbyCPhaCj41Yv7zhUEg5DOd775x1mCIG0FuLKK6+0/XPPPWf7WLZv35771RC3RDIcEkNs/UHBYx4I7QBWMzoQKG20e7FUUle5tlzbkoW8EMWpWRnhpUGYUWGKvQBpXPsvBS88FSM0VwJxuVnfQatNw8vJRE9echoQwKTm8NLSGyb94VaJ6dIpF1dIrfkKIb00TOlefSVQDvTy0Pr9RUxTLM1peP7UA/JC2iC2nGPK0AWOK1AuAApRLC+UV+/evXP/jl2HQsd8nJDQ5A30PomzEDHlw/1p6J3R21u6dKkJNrYtW7bkzhaHckZoYc1qaqpJc6G8p4mtY/Xk7LPPtv2///1v2zso8gxtOdT5fv365f4de17Up1JKW6G2MzacdPmWqqsIZt4BV15i+fOf/2z7tJWVNot0xoYXW39oA7A6IOxpU1D6Km2bK6mr5dqW2HZMVM/JX7xE/y/3+zi+8pWvJH/7299y/4rTpk2b5JJLLjGBxgM744wzkoEDBybXXHNN8oc//CF31THQJidOnJicdNJJyRtvvJE7ejyc+/73v29jgKEWz0SqAQMGWMNFZfvxj3+cdO/ePfntb3+bDw+zHGlBmLFde+21lhcmmb322mt2DVDJSWe7du3sJef3Z599lnz44YcWPqbBQYMGmcn0/ffft8bg3Xffzd19jNi4nFryRS+Bxon00jCOHz/e0rh+/fp8OTMRECWGMV5Pk29+zU033WRzO/w/z5j7SHehHlOxNBPO0aNHLU2YUhmP5fmvWLEin2YoVc4QU4Y+wfGZZ56xxoIG98ILL0y6du3aoI4RLmmh0fQyID4Ph/R5XSXdN9xwgwmS5cuX5+e7ENcpp5xi9wLljOmWSc2VlI8zcuRIi4vnSbykzyf68pu42IYPH251gPeH/9Q1yoj00Kgi9Ljmlltusf8LFizIl6GTfrYhCHqEEXWHvFGOhMn/MO9AOTthmLFpdorlPU2xMiQ95epzoTRXA73x7373u8m3vvUtm5Pjdfucc86x9JE38tO3b19r88hzobpBnaSs2VPnEWxnnXVWgzrGu0KZ+PvANdT5xx57LH9NTDi0F5SrX+Pp4d1JlzOCFoHLly7h+xmDt4k8b4/rRz/6kb2DL7/8cv5ZlCvD2PqDFYLJzcXS6XWYcqD94jfXs+fLJn5X8n5BubalXDsmaiMTZYQKg7Cm8lERqRCMzVER0w0EFZqXGa3SX6hi0AD5+J0/cHqDVAQm7xHO559/bi9DuGYC5jbuo1Ky+TWLFi3KXZEkb7/9dvLJJ5+YmXH06NGWZhpqhBaVlBefF8vHbjlP/tL5iYkrTbX58jR6GSNYuQaN3+HFopHz9IQbLyikBRZp8EYtTFNIoTQTDnWEsOkhUabEwXCLU66cIaYM0wKH+xFeXM9XAd4TJEwUXY4TJ/vDhw9bfQPqKo0M5yhn7iPNTz/9tJ0H4kJI79692+oAYZBv5tR4PGkKlY/Du0F8NMqEhUkbQUFaSQuKE/fyZQBpoQGlrp188sn2jEgP1hzKjkadZ8czL9QbLaWMsEYGE7IJB6jb/GbzupEuZwjDjE2zUyzvhShUhjH1uVCaq4GhQoQ/+QCv2wyJedh/+ctfLJ0INtL6ta99zQT/L3/5y3zdoG5SRj7hkjJJ1zEUbjbKnraS/KKIhNfEhOPthj8PbxNQVNMwxEHeOFesHpeCuBDww4YNs7i+/OUvH9f+lCvD2PpTqA0KiVFGKnm/oFTbEtOOido46YueyOf8QACk9+eee65N0KoXVHzMdDReYYU/0TkR89VSn0UhsEBBobk2xWhN5dNYNFYZhl+tFAJrQWum0vLx67G0MHwhRBZkYhlpLNBIMYcCGmhL4UTMV0t9FoWopqfdmsqnsWisMvzHP/5hEzCxYBTa6F23ZiotH4Y4eEewyBQalhSiGpq1ZUSIelCNZUSI1oSv1wF8mSdroKgVKSNCCCEqhmE1JtszD6jSr3OESCNlRAghhBB1pS4rsAohhBBCOAWVEbeOCCGEEEI0NnWxjDD5KWYVViGEEEK0fDJRRvj6wL9AKAcL4jALe+bMmbkjLQ/8GuB0SQghhBDlaXLLCGv5s5LfmjVrckeEEEII0ZqpyzANztDCZc6FEEII0Xop+Gmv/479tNeHaPbu3Ws+AFhJkfvw5eHLBTNsgQ8Sh+/S04tK8d365MmTzfkbvx2WiMZtvkNY+GvAWRjhP/7443n32pBOD+AVFFfcWYNPl1mzZtmefJMOPE5WuhBQoTS7PxQvw3DZZo7hVrvYeaxP+GFhyWbKKcx/teWMNcvPx8ZVDny/UF64Bw89YOJQEV85WnJaCCFaPpksB8/SwHjWPHLkiDki2rdvX3LllVc2WC6YY5s2bbLlhXEyhCOk9HLbM2bMMIWF5Yc3btxoezbCcMdJCC/mnCCI8VbbrVs3852AQy5fttjTgyMkrsFhH14Yy3kKrob58+dbPvFUyxLWOL3CKyRpKeSsrBjpMjxw4IApJSgL+OoAlmEmT55PlAkc63k5+rLOpAeFEmdQq1evNgdPhOVlFFPOrjxy7MknnzTvlJQ7YeE0Kjaucrz33nuWdzxlhktL45mW+4lbCCFEyybTYRqGX/COyhAMvXoEpYMlhHPuPbUQeH4FBDxWBd/C1f0QdPSUsapw7u6777bjaWdOuIXnXHhNly5dbB8DPX8mohbbAGsIm1sMsIqsXLnSzlUDafYyJN1YHPA46VAOXiZch3dc4nfrBuXCvVhoOI6lgzThDRTwOAkx5YyiwzPkuKeH8yiSEBtXOQgHK1pYV5jkTJ6yVhyFEEI0TzJTRrB8hOzfv99M9pWwdu1a2yPUGLagd46gC6EnjlXEQUDu2rXLXGeHcMzN+76vhA0bNthQQbENevToYfvQAhAONVQKaQ7Zs2dPgzKkLObOnWtlw4YVBliSuRCeFsoIZQ2FAmLKGWWAYZJQAeOatm3b5q5oSLG4YiBs8onVCy677DLbV+KoTgghxIlLo01gPfXUU3O/4kE4YvGgx3/o0CGbr4CwZN5AU+M9/2JbU4NysHDhwqR///7Jjh07bENZqYbYcsYyklbCsIBkDeVJeQ8YMMD+9+vXz6xC1SiRQgghTjwaRRlBcDK8gECpFHrWDPMwDMHERvChAcB60Lt379y/Y9YCrCUfffRR7kjTwbwJOPvss20PDDFUC/kIYR4FwyCA9QPrwdKlS83qwLZlyxY7Vw3lyhlFAGtTWgmrxfJTaqE75sUwtMM1lIOGaIQQovWQ2QRWBOXBgweT4cOH2+RD/i9YsCA/IRIhTa8ewY3QQ8hyPf99mIMhCIYGOM927bXXWhqY9MrkUEBAXnLJJXYdPegbbrjB5losX748Hw7pgdDMf9NNN9n5SiaVluPdd99NRo4caUK0TZs2SZ8+fZIxY8ZUPYGVCaquEIwfP97mxzBcxMROFLxRo0bZNWyUM5YE4uI/aaGsmOsxaNCgpH379jaJlPs4FxJTzkBeBg4cmLRr184UBH4zkZVnihIYE5eDVWXixIlFJxF//PHHVgbEQ3jUHVfEhBBCtGwyU0awViDYzjnnHBPEPuHRmTNnTjJu3Li8sEXguDDk6xHg6w0EMEKdja80Xn755WTRokV2HhBkXbt2NQWgb9++JrC4/+mnn85d0XTKCCCEmRCKooCy9fzzz1sZvPPOOxUrIyhnu3fvtrkT5N8/7SWPCHnyjcWJMurUqZPlm3j5koWvbFAQuJeyBcqWc+m5FzHlzBczfBlDOY8ePdrCIn8oK6RlypQpUXE5pI3nhXXFlcYQFByUHT4nx6Kmr2iEEKL1kMk6I6J2mLMB6bVXWhMoNwwZYUVBaRFCCNE6qMsKrEI4zBFB+Xj00UdNEcEaJEVECCFaF1JGRF1hGIg1RhiK4ksdX9VVCCFE60HDNEIIIYSoK7KMCCGEEKKuSBkRQgghRF2RMiKEEEKIuiJlRDQZ06dPL7kKq8iGepQzrgT4PJ2F74QQolKkjIiy4EgPfzbuMI/VdBF2/p+Na0rBPRMmTEhmzpyZO1I5LJzWGpUZhLyvQ1OO2HIu9Eydasr5+uuvNz9HTeFPKKa+CSFOLKSMiJLQ6LNiK16Zn332WdtYQTX0ahwDPm1YWXXNmjW5I5UzduzYZvPpL8J78eLFlh+EI3uW2a83MeVc7Jk6lZYzVhEsIoQjhBDVIGVElAT/MzgnZGVYd9BH75fNnefFglM+nPO1BFigrW3btmZdQCHjE3iW2GcV2XpTrpyLPdNqueKKKyw8LVYnhKgWW2ckXGMk3MeuM+Im5L1791qDDO5XxRs5zL7e2+LYtm3bip6nZ4cPGnpcONx74YUXknnz5tk5emCTJ0+2BjUcn2bBrGXLluX+Hev94Rqf+4mDnqKfj42rHL58+V133dXAmy3CCUd0hBk28ozlY0LnfLUNN2Fec801eQ+/pH/lypUN4k/n/fHHHzeh6RR6XsXyTa+fHi8CqxilrvFeuIO/okJL3pfKVzqMkDDe2LoBWTyLECwl9957b7JkyZIGZV2OmDTHPK/YcoZizyu2nEM832F6K3m/0nU1fE+BIaNZs2bZnoXxKFveuTA95CfMr8effrbVvDvp9AghGofMHOV17tw5OXLkiDlvO3DggDWaNK64hgc8y+LMzc3BNL6svOmO1XDHv337dmsoUIZwurZ69Wpz1kZYOKTj3hkzZliDye+NGzfang3Ptu4h2BtVjuFwDU+zCB7CwgFcbFzleO+99yzvuPonLgevxdyfdvaGd1ziQhEr5Lm2HDSm06ZNSz799FNzbIfDOsqQsnQBiIJEXolj/fr1Sbdu3ZIRI0Y0yJM/L54H1xw9ejS58MIL8x51afgJ0z0sY87n+fGfZ5r2zFvKCSH3btq0yTwCExbPKO1Mr1y+PAzSQPkhZAiPbd26dfnnHlM3nFqfhUNZIeAmTZpkTgR/9atf5c7EEZNmf168V3indq/NoQfkcuUc80xjyzkEpQ4L0c9//vPckfh3udx7CvPnz7dwVqxYYeU7ZMiQ47xiU//C/HoeSTfXQcy7E5MeIUTjkJllhAYDl/MO4+l4hA2PhXjPlEYitB4QFg2nWxv4zTHvCfn59H0hNC4IGe+dAfcxwQ4TtlMurhhosGnUPJ+Feooh9Nqq7Ynjv+W0005Lpk6dms878dHg+n+/hvIBzxOWKi8P/vO86GFyH8KIMvN8e6NciEI97hjrCaR7sE5MvsDThXJVCH+epepGSC3PAkILAPl66qmnKg4vJs3+vMJ3qVSZFyrnSp5puXJ2yr0vnrdi71e599SvX7VqVX7Yyd+vMM4Yy0hMHYttN4QQ2ZPZnBHGjEP27Nljpk6HhoUJfrzcbPRwYPDgwbZP46ZTGhkaRW941q5da3saDsKh4STsEIQrwyQ0Ur5xDT24QhSLKwbCJp8+V+Cyyy6zfTFX+rUIPwQSPddQaJH28D/X0KA65Iln06FDh9yRY3DM7wvvB/JPObgwouH3/2lFIgti8hVDTN0IqeVZAPdTJghbBBZCDEFYCbFpTr9fldIYz5SJrgydPPTQQ7kjhSn2fpV7T3v06GF7t26Ah1UpMXWs0nZDCJEdTTKBlZd84cKFSf/+/ZMdO3bYhrJSDTTaNJ70lhAAjO/SiLslwMESQM8o3LBWZA0CiQZtwIAB9r9fv342Fl2pII2F3l1LJIt8xdaNrEGoec956NChto+lXmmuFd5p0orltJa63lTvKcTUsaZMjxDiP2SmjNDzCGEeBb0mwPqB9WDp0qXWK2LbsmWLnasGeliYbREADDUAY8QOjSOWABSFcKu2VwWlerzMi8H7LNdQDqXmIFTacw6hd8yQEIKgGFzTu3fv3L9jFinS9NFHH+WONA4872qJyVdIKWtHuboRUsuzSBOb9kJUkuampFQ5M4+Fd5o5YtVS7j1l7gkwB8RhaKUc4fVOTB1rjHZDCBFHZhNYmfTmDej48eNtohprUTAZjAZg1KhRdo1PvsOSwEQ0/jOZjLiYTDZo0KCkffv2NsmN+9KTJRnqwZRKXGxMROReJqsxwc1hfH3gwIFJu3btTBjzmwlpTHSjkY2Jy6F3NHHixAYTBkM+/vhjKwPiIbwFCxbkFbGQcuGUg7IaNmyYxUWD6+Vwzjnn5MOjMb3kkkvsHFaaG264IfniGdvERzd3cz+EQ0nFJqGWmpzqjBw50uLq3r27xcuz9onLCA8sYj6pkHI5ePCg/ff0xOQLeH6EjfWhV69edg3P1Z97bN2AWp8Fc57Ir9etKVOmWFyPPfZYg2GFcsSkOeZ5xZSzU+6ZlitnmD17toVBvUpTyftV6j3leuoWin6bNm3yc9DSE1i5h7zzPBgGQhmnDL1tIazYOlYqPUKIxiMzZYSGb/fu3TZ3gkbDP+2lUaRB6Nq1qzVuKCmdOnWyHhUNHjPt+aqDBox7abyAhoJz6bkXTKwjDOJgY7Its+MXLVqUuyKxme/MgKcRGz16tIVFY0VjSloQHDFxOaStb9++1ktKN+xAQ0WjxYRfhmjSX9E45cIph+frrLPOMmXOy8A/nwT2lDV5Jy7Kn7J++umn7TxkrYwgbIgPhYT07Ny5M6+MzJkzJxk3bpyVMVDm/GbzXnVMvoBnh/LAOeJjf/jwYStPiKkbTq3PAqWBjXww/4k6gCISlnMMMWmOeV4x5eyUe6blypkhJIQ+4RYqu9j3q9x7CtStnj17WlvBueeff94UiHfeeSeffiwohM8XYQx1MawSti1cF1PHYtIjhGgcMl1npDEmN54o0PhiYqfH7Y22EC0R3neGaPicWQghskArsNYAcw5QPvhsEEUEa5AUEdGSYbiFCeis+yGEEFkhZaQGMOcyKY6hEEzD4foEQrREmOTJBHQp3UKILMlkmEYIIYQQolpkGRFCCCFEXZEyIoQQQoi6ImVECCGEEHVFyogQQggh6krmE1hx9MXqi3wCCDgRY/Gj8EuTYl4+mwo+yW1O6cmKlpovIYQQLZtMLSPuenzfvn0mCNlYoZFl4VmPg6050NzSkxUtNV9CCCFaNpkqI1hEcEjFSqz0yNlYl4CNdQmay9oEzS09WdFS8yWEEKJlk6kywtDMW2+9lftXHVhX1qxZk7z44ovmXp1l1h3CZ7VTNgcfI1y/ePHi3JFsySo9pcJheIXjbNzHOb8WR2pCCCFES6ZmR3kIXywi7i2UIRo8ZPIfYZ12MFXKSZcP8+DpF2dzeMucMGGCOa/CiRUrneI4C6/AOIMjjPnz51t83Mv5SmmK9JQLB0df27dvNy+hzNfBwdfq1avtPE7UiKOQQ7JSxDi4E0IIIZoDNVtGxo4da5MmfeIkrrn9P/5aKgGlBv8uDO8w1MB+8+bNpuQ4r776qs1FQbhjNUAZWrp0qQ1RZE1W6SkXjg+voLxwP0vLYz3BCyyw7LwQQgjRUqlZGUGw4k6cDRDM/r9SL75YUlBmfMiCDeHctm3b3BXHIE7mpmA1eOGFFxptjkRW6YkNx0HBARQWypHwhRBCiJZKpnNGsgALgn8R4huWgjTVDMlUQ1bpiQ1HCCGEaG3URRnp2LFj7ldDGK7o0KGDWRbCzS0FDnMwsCxghcAawQTQWmjs9MSGUwkxeS6WLyGEEKI5UfME1pCYSZMjR45M+vXrl3Tv3t2GLkaNGpW89NJLubNJMmbMmGTgwIFJu3btbEInv5nw+eGHH9r5iy++2IZ/GA5asGCBhTFs2DAb+qjGWtJU6SkVDooM80oGDRpkC8QxYbXQ5F8Hq8rEiROTk046KXnjjTdyRxtSLl9CCCFEc6HJlREELRMyEZR9+vRJdu7cmReSfFnCFyScHz16tE3w7N+/f/Laa6+ZYEZAz549274+ueOOO+we4rvmmmvsOqwNldIU6SkXzpQpU+xzXhQR4Dxf1DzzzDP2Pw3KS9++fS184itEqXwJIYQQzYnMl4MXQgghhKiEZjeBVQghhBCtCykjQgghhKgrUkaEEEIIUVekjAghhBCirkgZEUIIIURdkTIihBBCiLoiZUQIIYQQdUXKSAuERdFqXSL/wQcftK05QF5CJ4Msvy+EEKLlIGWkBTJ27NjkzjvvzP078dmwYUPeuaAQQoiWh5QR0ezB0aA7FxRCCNHyyGQ5eIYFZs2aZXucwz3xxBPJddddZ75Q7rvvvtxViR3DbwuO4uDNN99MVq5c2cB7bcw15fDhhb1795oXXcCF//3332+CDTD9u/WAY9u2bSt6njTgkI60nX766eadd968eXYO/zSTJ082R3f8dh555JFk2bJluX/HPPtefvnldj9xrFmzJn8+Nq5yEMdVV12V+9cQHPn5syiXd0iXIc+VupC+LoYsnqnDME2YlzSlypnnQ/ph0qRJtqfOLly4MNm6dWty22232bFy4EfoxhtvTO66664GecByg1NC8nv11VeXvaaScsyyDIUQormRiaO8+fPnWyO5YsUKc/42fPjw5Mwzz2zgNI/GdNq0acmnn36avPzyy+Yg7rzzzjMhjvISe00MCILOnTsnR44cSR5++OHkwIEDJlARRu4s7pRTTklOPvnkvKM54iAud06H87vt27dbvlDOcFy3evVqc3hHWDii494ZM2aYAsDvjRs32p7tueeey3v2dSWBY08++aR5650wYYKFhRO92LjKsW/fvmTTpk2WN8JA8L3yyiu2rVu3Lp+ecnmHdBkS9pVXXmlpJB+xZPVMnVLOGMuVMwoVZTl+/Pika9euFgZ1l/Lg3livz++9956VT8eOHRuUxS233GJpI+6Ya2LJugyFEKK5UbNlhJ4lvehVq1YlDzzwgB3Drf69997boAf76KOPJqeddloyderUfI+Q62iY/X/MNTGQHoQmbvudxYsXm/fa8FjI9OnTTXDR8IdxERZ59B6u59fz5ufT94UgMLA+hPM4uO/QoUMNeuPl4orFhfKIESNyR0pTKO/EizLCMQflBiFYrAwLkdUzdUpZRmLL2csHqxPKHvmqdAgoXRZe50OLWMw1MWRdhkII0dyoec5Ijx49bE/D6BQyHaMc0GsPG0+uC//HXBPLrl27cr+OsWfPHjPdOwj6uXPnmrBiGzJkiB0fPHiw7dN4njZv3mxC3oXh2rVrbY8gJBwEHWGHYJHBNB9+EcI1bdu2zV3RkGJxZUVs3rGGhOzfv79BGcaQ5TMtR2w5U57UDxQRFJJq5qIQNmXBkA1cdtlltg+tSzHXxNCUZSiEEPWgSSew0rsrR8w1tYLQYp5A//79kx07dtiGslINKCG33nqrWYbogTNfAQEfWhSAOSv0lMONHnJTU0veTz311NyvymiKZ+rElnPskEwxUGBQBgYMGGD/+/XrZ/M4QgUh5ppYmrIMhRCiqalZGWG+A5x99tm2B0zIaeiJYrJGGBYj5ppY6E2GMHbvAggLAD3WpUuXWi+ZbcuWLXauGrBgMETFUACTFuHSSy+1PSB8OnToYMIp3NwCUg1MQi1H2kID1eadZzJ06FATpoUolp4sn6nDsyxEbDm79cqHaUqVZalzzD86//zz7RrqGxOP08Rc4zRlGQohRHOi5gmsTKYbOXKkNbht2rTJz8s444wzbOjGJxoySXDYsGE2qQ/FBXM6Avucc87JN9Ax18TA/YTlCgETFhE6rFfBZEIa9VGjRtk1bEy4pfdKmvlPnsg7EwQHDRqUtG/f3iY+ch/nQhju8HSyXXvttXYvk0aZzOtQJgMHDkzatWtnQonfTLBkUimCMSYuh97+xIkTk5NOOqlguRAu+UN56NWrl6WL+EhPTN5JE2WI0nLw4EG7homX/F+wYEF+IqxTKj2EmcUzdahrWBi6d+9uYZEXn5QMpcoZUJSxZDHvhLwQBuljSCVtLSlXzh9//LHli3h4boSXDiPmGmjKMhRCiOZGJl/TIDx79uxpggHz//PPP28CLlRG+JqBrxrOOussO4fSwkZP2xvUmGtioNFGiO7evdvG6wnDP+1FECBw+ZoCYY2S0qlTJ/tihPTzFQpfmqAgcC8CBGj8OZce72ciJGF4Wpn8yxcPixYtyl3xn3yhsI0ePdrCopxQDkjLlClTouJySFvfvn2t1x/O1XEIE6FGeoiT/eHDh+36mLzzzCjD3r1754Ue8WBFwQqUplR6snqmDnWNPKGQEM7OnTvzyki5ckYRmz17tlnz7rjjDruH9PLJLNeR/pBy5YyCg7LDRG/yU+gLmZhroCnLUAghmhuZrDOSBsHKcEWlXw1kBXM2gB6wEI2J13UsG2llxom5RgghWjOZKCM0tl+EY7+7detmPVPG78NPEZsSKSOiMWFuB185UdcZfsHqFn5ODDHXCCGEOEYmX9Ng8me4go3JhTS89VJEhGhsULaZUMqQH9a/QkpGzDVCCCGO0SjDNEIIIYQQschRnhBCCCHqipQRIYQQQtQVKSNCCCGEqCsntDKCg7diq1YKIYQQ4sTghFVGWEkTT7MzZ87MHakfLFiVhVLU3MIRQgghmoITVhnB3wgrUK5ZsyZ3pH6MHTs2k083m1s4QgghRFPQ7JURLCAMxxQCx3Q4qBNCCCHEiUsm64wwJOA9cRY627Ztm/mBqXbRM3yI/OAHP0iGDBliq1diAUHxADyusriag6+U9EqrvgLr3r17zf8K4KF13rx59hsKXeP+azzdOE8Lw/d8+rLe6bSE4IgNXy4xxIRDmZA2mDRpku0Zjlm4cGGydetWK5+s0iOEEEI0JZk4ysOrKA7W3MEXHmhZfbKYo7diIOx/8pOfJLfffnvSo0cPC2/58uUNrB/79u1LNm3aZF5xcYSGI7J0PDh569y5s6Vp/fr1ydGjR5MLL7ywgUdUv+bIkSPmKO7AgQOmlCD03fHaTTfd1CB8PKYSJ3GTNk8L+cfJHEoK59jWrVuX9xRbjphwWMkTJ3F4IMbRHc7s5s+fb/eghHA+q/QIIYQQTUkmwzRYD+h1s9FDX7VqlfXaEeyxuNWhQ4cOyZIlS8wVPP/TjsWIi2PlHI59oWQld999t6WJPbj/HIdrSC9hcR0WGJa2j8XTsn//fvvv6WLjXCyx4TBPBgsH1o+5c+daGS9dujRvyckqPUIIIURTkokyglBEODL0wcbwCgwePNj2MeDWHaFKWFgfcL5XC7t27coL6WLDRVwTsmfPnuT000/P/WueoDSRbqw4DD2haAghhBAnMjUrI1g/mLfQv3//ZMeOHbYh1CuFXv91111nQwsHDx40l+t8KcN/fabaEIZkhBBCiJZCzcoI1g+sCQwX+FDNli1bcmcrh54+wzMoJigjvXv3TsaNG5c7my1Mjg3B43ApQc+ckVJg1SlHjGJVKhzmh3AeqwjWkVLhxaRHCCGEqDc1T2DFMjJq1CibNMk2fPjwZMCAAckZZ5xh/999992qJk6iFLz22mvJE088YZNFPQw+9cUK45NJuQ5LCv99Ai2TUyGc2MpkVM4z8RO4hvQRBjAxFOG+YcOG5LnnnrNjAwcOtLi6d++ejBgxwhQjyiSdr88++8zKgPkmvXr1sjC5l/SHYOWZOHFig4m0IeXCIe982cO8kQULFiQXXXRRMmzYMPvqJ1SiYtMjhBBCNAdqVkYQynzdgeBDmHfq1Mm+TkEY8kUHX7S4AlAtoTIzZ84cs5S4EtG+fXv7zUa8EKuMoMTs3r3b5qf06dMn/2mvC3bmsZAHvsQ5dOhQ8sgjjxTMF2WAgkEY559/vu0PHz583HwOLBV9+/a14644hZQKB6Vv9uzZlqY77rjDrieMa665xhSmMK7Y9AghhBDNgUzWGTkR8XVG0muUCCGEEKJpafYrsAohhBCiZSNlRAghhBB1pdUO0wghhBCieSDLiBBCCCHqipQRIYQQQtQVKSNCCCGEqCstXhmZPn36CbecfFZpPhHzLoQQovXRopURViydMGFCMnPmzNyR+sNy7qwqy6qpbKQxJKs01xqOOz1sDMg35SCEEEJAJsoIQsuFKxvClqXPWTW0nuB878033zQfN80BBDDu//ft22dLurOlV2LNKs3NLe8xYMWh/siaI4QQrYtMPu1FGencuXPy+uuv2/9u3brZMuSbN2/WCqcBKGksQT9p0qTckeZLY65Qi8KBIoZTxRCUEJwkEid1RwghROsgM2UEQsE1d+5c81XjgsUFDXzwwQfJtm3bzA8MvyE8T48eR3J47sUjMB5q582bZ+ewtkyePDm54IILGlhe8BuzbNky++0WCKeQUuRp3rt3r6UTwngAXzKzZs2yPf5qUCZI00svvXScII2hmBCGrNIcE05MGcbEBcR3+eWX23PiWWKJ8TCgUBneeOONJZURnBIKIYRoPdTsKA8KOaY77bTTzHndpk2bbCgCT7c4l/NhCQTheeedl78HB3Dbt283t/4oQzijW716dfLJJ5+YMHz//fft3hkzZpiw5ffGjRttz4anXXeoxzAI8b7yyiuWBo6HaQPSjDWHNK1fvz45evSoOcQLPerOnz/f0rNixQrzeItH4jPPPNPii3X+hxAmr+5lmLRRFvxHEcCpHWSV5phwYsrQ4zpw4ECyfPlySzP5D+NyxYf7nnzySfMWzDwVntnbb79t16TLcMiQIebRuVAZehm5w0MhhBCtg0abwOq9W1zyAz10esJst912W7Jq1SoT1N4zp1eNV1l6zxynl04v+rHHHrPzDPtAz549bY+Q8/DYCN/hN2GV81L7hSKW3H333XY/e+jSpYvtSQOb9/RJC2mqlLFjx1pv360+uP33/1gInCzSDDHhxJQhEBfpJCxPfxgXShaejrmXazwMFAooVIYrV660c0IIIYSTmTJCL5qeMhsmfoQuwy0+DINQYuiGc2z0kGHw4MG2T8METEC4odgg6GDt2rW2R7ARDvERdjXs2rUrnz7fOz169LA9PXjH01QJpJv0u3LG8IT/Tw+fxFAqzbHEliFxlQJFkufsE5fZCKdt27Z2PqsyFEII0bLJTBlBMGGyZ0MxQejS8/ZzCxcuTPr375/s2LHDtj179ti5SkGAIsSxrBw6dMjmKyBQmcsh4siyDLGM8OVUuFVjQYKdO3davRFCCNG6yEwZcQsGG0INi4D33LF+MMFx6dKldpxty5Ytdq4aiOuBBx6w4R4f6vChgaxgDgswj8FJrwlyIpNFGfJ8O3TokB8W8s2tH5WWIWnCmiaEEKJ10WhzRkJcKKGo8MXEzTffnAwYMCB/DNM+G+dQWoDfhQQXQz0+HMR2zz332PGtW7faHriP+9mAMMP/MSBQGaYYM2aMpRcFa+LEibmz2ZNFmiEmnJgyjOHxxx+357Z48WIrH+Jg70M+lZYhVhXmpnCtEEKI1kOTKCMIJczvfD2DsOHrGJ/IyJwDJnn6RE++vAB+hxM8Hb7S8eGgcEiIXr7DfdzPBoQZ/o/l17/+tQlTwkNA+lckjUFWaY4JJ6YMY2C4Z8mSJUnHjh2TadOmWRyUE/+dQmXIJOVC+JdFfE4shBCi9ZDJOiOtBYQpQjVcj0MIIYQQtSFlpAQoH/4pq68qyzyJqVOnVv0lixBCCCEa0iTDNCcqQ4cOzQ9lMPTAlyNSRIQQQohskWVECCGEEHVFlhEhhBBC1BUpI0IIIYSoK1JGhBBCCFFXpIwIIYQQoq5IGRFCCCFEXZEyIoQQQoi6ImVECCGEEHVFyogQQggh6oqUESGEEELUFSkjQgghhKgrUkaEEEIIUVekjAghhBCirkgZEUIIIURdkTIihBBCiLoiZUQIIYQQdUXKiBBCCCHqSJL8fwPBLeeLc8UyAAAAAElFTkSuQmCC)**

**Lab Task Q1b**

**Question:**

**Solution (Bold your own written code):**

.y file

|  |
| --- |
| %{      #include <stdio.h>      #include <stdlib.h>      #include <string.h>      #include "symtab.c"      #include "codeGen.c"      void yyerror();      extern int lineno;      extern int yylex();    %}  %union  {      char str\_val[100];      int int\_val;  }  %token PRINT SCAN  %token ADDOP SUBOP MULOP DIVOP EQUOP LT GT  %token LPAREN RPAREN LBRACE RBRACE SEMI ASSIGN  %token<str\_val> ID  %token ICONST  %token  INT  %type <int\_val> INT  ICONST  %token  RETTYPE SURU  SESH  CIN  COUT  %left LT GT /\*LT GT has lowest precedence\*/  %left ADDOP  %left MULOP /\*MULOP has lowest precedence\*/  %start program  %%  program:RETTYPE ID LPAREN RPAREN SURU {gen\_code(START, -1);} code  {gen\_code(HALT, -1);} SESH ;  code:code stmnt | ;  stmnt : dec | assign | printfun ;  dec : INT CIN ID {      insert($3,$1);  } ;  assign : ID ASSIGN exp      {          int address = idcheck($1);          if(address!=-1)          {              gen\_code(STORE,address);          }          else{               yyerror ();          }      };  exp : exp ADDOP exp { gen\_code(ADD,-1);}      | exp SUBOP exp { gen\_code(SUB,-1);}      | T ;  T : ID      {          int address = idcheck($1);          if(address!=-1)          {              gen\_code(LD\_VAR,address);          }          else{               yyerror ();          }      }      | ICONST      { gen\_code(LD\_INT,$1);} ;  printfun : PRINT COUT ID      {          int address = idcheck($3);          if(address!=-1)          {              gen\_code(PRINT\_INT\_VALUE,address);          }          else{               yyerror ();          }      };  %%  void yyerror ()  {      printf("Syntax error at line %d\n", lineno);      exit(1);  }  int main (int argc, char \*argv[])  {      yyparse();      printf("Parsing finished!\n");      printf("============= INTERMEDIATE CODE===============\n");      print\_code();      printf("============= ASM CODE===============\n");      print\_assembly();      return 0;  } |

gencode.c file

|  |
| --- |
| #include "codeGen.h"  int gen\_label()  {      return code\_offset;  }  void gen\_code(enum code\_ops op, int arg)  {      code[code\_offset].op = op;      code[code\_offset].arg = arg;      code\_offset++;  }  void print\_code()  {      int i = 0;      for(i=0; i<code\_offset; i++)      {          printf("%3d: %-15s  %4d\n", i, op\_name[code[i].op], code[i].arg);      }  }  void print\_assembly()  {      int i = 0;      int j = 0;      int stack\_variable\_counter = 0;      for(i=0; i<code\_offset; i++)      {          printf("\n;%s %d\n", op\_name[code[i].op], code[i].arg);          if(code[i].op == LD\_INT || code[i].op == LD\_VAR)              stack\_variable\_counter++;            if(code[i].op == ADD)              stack\_variable\_counter--;          switch(code[i].op)          {              case START:                              printf(".686\n");                              printf(".model flat, c\n");                              printf("include C:\\masm32\\include\\msvcrt.inc\n");                              printf("includelib C:\\masm32\\lib\\msvcrt.lib\n");                              printf("\n");                              printf(".stack 100h\n");                              printf("printf PROTO arg1:Ptr Byte, printlist:VARARG\n");                              printf("scanf PROTO arg2:Ptr Byte, inputlist:VARARG\n");                              printf("\n");                              printf(".data\n");                              printf("output\_integer\_msg\_format byte \"\% %d\", 0Ah, 0\n");                              printf("output\_string\_msg\_format byte \"\% %s\", 0Ah, 0\n");                              printf("input\_integer\_format byte \"\% %d\",0\n");                              printf("\n");                              printf("number sdword ?\n");                              printf("\n");                              printf(".code\n");                              printf("\n");                              printf("main proc\n");                              printf("\tpush ebp\n");                              printf("\tmov ebp, esp\n");                              printf("\tsub ebp, 100\n");                              printf("\tmov ebx, ebp\n");                              printf("\tadd ebx, 4\n");                              break;              case HALT:                              printf("\tadd ebp, 100\n");                              printf("\tmov esp, ebp\n");                              printf("\tpop ebp\n");                              printf("\tret\n");                              printf("main endp\n");                              printf("end\n");                              break;              case STORE:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tmov dword ptr [ebp-%d], eax\n", 4\*code[i].arg);                              break;              case SCAN\_INT\_VALUE:                              printf("\tpush eax\n");                              printf("\tpush ebx\n");                              printf("\tpush ecx\n");                              printf("\tpush edx\n");                              for(j=address-1; j>=0; j--)                                  printf("\tpush [ebp-%d]\n", 4\*j);                              for(j=1; j<=stack\_variable\_counter; j++)                                  printf("\tpush [ebp+%d]\n", 4\*j);                              printf("\tpush ebp\n");                                printf("\tINVOKE scanf, ADDR input\_integer\_format, ADDR number\n");                              printf("\tpop ebp\n");                              for(j=stack\_variable\_counter; j>=1; j--)                                  printf("\tpop [ebp+%d]\n", 4\*j);                              for(j=0; j<=address-1; j++)                                  printf("\tpop [ebp-%d]\n", 4\*j);                              printf("\tmov eax, number\n");                              printf("\tmov dword ptr [ebp-%d], eax\n", 4\*code[i].arg);                              printf("\tpop edx\n");                              printf("\tpop ecx\n");                              printf("\tpop ebx\n");                              printf("\tpop eax\n");                              break;              case PRINT\_INT\_VALUE:                              printf("\tpush eax\n");                              printf("\tpush ebx\n");                              printf("\tpush ecx\n");                              printf("\tpush edx\n");                              for(j=address-1; j>=0; j--)                                  printf("\tpush [ebp-%d]\n", 4\*j);                              for(j=1; j<=stack\_variable\_counter; j++)                                  printf("\tpush [ebp+%d]\n", 4\*j);                              printf("\tpush ebp\n");                              printf("\tmov eax, [ebp-%d]\n", 4\*code[i].arg);                              printf("\tINVOKE printf, ADDR output\_integer\_msg\_format, eax\n");                              printf("\tpop ebp\n");                              for(j=stack\_variable\_counter; j>=1; j--)                                  printf("\tpop [ebp+%d]\n", 4\*j);                              for(j=0; j<=address-1; j++)                                  printf("\tpop [ebp-%d]\n", 4\*j);                              printf("\tpop edx\n");                              printf("\tpop ecx\n");                              printf("\tpop ebx\n");                              printf("\tpop eax\n");                              break;              case LD\_VAR:                              printf("\tmov eax, [ebp-%d]\n", 4\*code[i].arg);                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case LD\_INT:                              printf("\tmov eax, %d\n", code[i].arg);                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case ADD:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tadd eax, edx\n");                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case SUB:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tsub edx, eax\n");                              printf("\tmov eax, edx\n");                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case MUL:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tIMUL eax, edx\n");                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case GT\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tjg %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;              case LT\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tjl %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;               case LTE\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tjle %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;              case EQL\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tje %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;              case IF\_START:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tcmp eax, 0\n");                              {                                  char else\_start\_label[]="ELSE\_START\_LABEL\_";                                  char number[10];                                  strcat(else\_start\_label,itoa(code[i].arg, number, 10));                                  printf("\tjle %s\n", else\_start\_label);                              }                              printf("\n");                              break;              case ELSE\_START:                              {                                  char else\_start\_label[50]="ELSE\_START\_LABEL\_";                                  char else\_end\_label[50]="ELSE\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(else\_end\_label, number);                                  printf("\tjmp %s\n", else\_end\_label);                                  strcat(else\_start\_label, number);                                  printf("%s:\n", else\_start\_label);                              }                              printf("\n");                              break;              case ELSE\_END:                              {                                  char else\_end\_label[50]="ELSE\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(else\_end\_label, number);                                  printf("%s:\n", else\_end\_label);                              }                              printf("\n");                              break;              case WHILE\_LABEL:                              {                                  char while\_start\_label[]="WHILE\_START\_LABEL\_";                                  char number[10];                                  strcat(while\_start\_label,itoa(code[i].arg, number, 10));                                  printf("%s:\n", while\_start\_label);                              }                              printf("\n");                              break;              case WHILE\_START:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tcmp eax, 0\n");                              {                                  char while\_end\_label[]="WHILE\_END\_LABEL\_";                                  char number[10];                                  strcat(while\_end\_label,itoa(code[i].arg, number, 10));                                  printf("\tjle %s\n", while\_end\_label);                              }                              printf("\n");                              break;              case WHILE\_END:                              {                                  char while\_start\_label[50]="WHILE\_START\_LABEL\_";                                  char while\_end\_label[50]="WHILE\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(while\_start\_label, number);                                  printf("\tjmp %s\n", while\_start\_label);                                  strcat(while\_end\_label, number);                                  printf("%s:\n", while\_end\_label);                              }                              printf("\n");                              break;                case LOOP\_INI:                              {                                  char for\_start\_label[]="LOOP\_START\_LABEL\_";                                  char number[10];                                  strcat(for\_start\_label,itoa(code[i].arg, number, 10));                                  printf("%s:\n", for\_start\_label);                              }                              printf("\n");                              break;              case LOOP\_START:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tcmp eax, 0\n");                              {                                  char for\_end\_label[]="LOOP\_END\_LABEL\_";                                  char number[10];                                  strcat(for\_end\_label,itoa(code[i].arg, number, 10));                                  printf("\tjle %s\n", for\_end\_label);                              }                              printf("\n");                              break;              case LOOP\_END:                              {                                  char for\_start\_label[50]="LOOP\_START\_LABEL\_";                                  char for\_end\_label[50]="LOOP\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(for\_start\_label, number);                                  printf("\tjmp %s\n", for\_start\_label);                                  strcat(for\_end\_label, number);                                  printf("%s:\n", for\_end\_label);                              }                              printf("\n");                              break;                default:                              break;          }      }  } |

**Output (Screen/SnapShot):**

|  |
| --- |
| **In line no 3, Inserting p with type INT\_TYPE in symbol table.**  **In line no 4, Inserting q with type INT\_TYPE in symbol table.**  **Parsing finished!**  **============= INTERMEDIATE CODE===============**  **0: start -1**  **1: ld\_int 8**  **2: store 0**  **3: ld\_var 0**  **4: ld\_int 12**  **5: ld\_int 1**  **6: sub -1**  **7: add -1**  **8: store 1**  **9: print\_int\_value 1**  **10: halt -1**  **============= ASM CODE===============**  **;start -1**  **.686**  **.model flat, c**  **include C:\masm32\include\msvcrt.inc**  **includelib C:\masm32\lib\msvcrt.lib**  **.stack 100h**  **printf PROTO arg1:Ptr Byte, printlist:VARARG**  **scanf PROTO arg2:Ptr Byte, inputlist:VARARG**  **.data**  **output\_integer\_msg\_format byte "%d", 0Ah, 0**  **output\_string\_msg\_format byte "%s", 0Ah, 0**  **input\_integer\_format byte "%d",0**  **number sdword ?**  **.code**  **main proc**  **push ebp**  **mov ebp, esp**  **sub ebp, 100**  **mov ebx, ebp**  **add ebx, 4**  **;ld\_int 8**  **mov eax, 8**  **mov dword ptr [ebx], eax**  **add ebx, 4**  **;store 0**  **mov eax, [ebx-4]**  **mov dword ptr [ebp-0], eax**  **;ld\_var 0**  **mov eax, [ebp-0]**  **mov dword ptr [ebx], eax**  **add ebx, 4**  **;ld\_int 12**  **mov eax, 12**  **mov dword ptr [ebx], eax**  **add ebx, 4**  **;ld\_int 1**  **mov eax, 1**  **mov dword ptr [ebx], eax**  **add ebx, 4**  **;sub -1**  **sub ebx, 4**  **mov eax, [ebx]**  **sub ebx, 4**  **mov edx, [ebx]**  **sub edx, eax**  **mov eax, edx**  **mov dword ptr [ebx], eax**  **add ebx, 4**  **;add -1**  **sub ebx, 4**  **mov eax, [ebx]**  **sub ebx, 4**  **mov edx, [ebx]**  **add eax, edx**  **mov dword ptr [ebx], eax**  **add ebx, 4**  **;store 1**  **mov eax, [ebx-4]**  **mov dword ptr [ebp-4], eax**  **;print\_int\_value 1**  **push eax**  **push ebx**  **push ecx**  **push edx**  **push [ebp-4]**  **push [ebp-0]**  **push [ebp+4]**  **push [ebp+8]**  **push [ebp+12]**  **push ebp**  **mov eax, [ebp-4]**  **INVOKE printf, ADDR output\_integer\_msg\_format, eax**  **pop ebp**  **pop [ebp+12]**  **pop [ebp+8]**  **pop [ebp+4]**  **pop [ebp-0]**  **pop [ebp-4]**  **pop edx**  **pop ecx**  **pop ebx**  **pop eax**  **;halt -1**  **add ebp, 100**  **mov esp, ebp**  **pop ebp**  **ret**  **main endp**  **end** |
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**Lab Task Q2**

**Question:**

**Q2.**Consider following Version2 of Code Snippet:

**SUB main ()  
  
suru  
  
       INT --> p  
  
       INT --> q  
  
       p soman  8  
  
       q soman p jog 12 - 1  
  
  
      case\_check\_kori q ar  
  
      suru  
  
           20 : q++**

**19 : q--     
  
       sesh  
  
sesh**

Design Lexical Analysis, Syntax Analysis, Intermediate Code Generation and Code Generation part of compiler based on the version2 of code snippet.

**Solution (Bold your own written code):**

. l file

|  |
| --- |
| %option noyywrap  %{      #define UNDEF\_TYPE 0      #define INT\_TYPE 1      #define REAL\_TYPE 2      #define CHAR\_TYPE 3      #define SINGLE\_TYPE 4      #include <stdio.h>      #include <stdlib.h>      #include <string.h>      #include "parser.tab.h"        int lineno = 1; // initialize to 1      void yyerror();  %}  alpha     [a-zA-Z]  digit     [0-9]  alnum     {alpha}|{digit}  print     [ -~]  ID        {alpha}{alnum}\*  ICONST    [0-9]{digit}\*  %%  "//".\*        { }  "INT"       {yylval.int\_val=INT\_TYPE; return INT; }  "SUB"           { return RETTYPE; }  "suru"          { return SURU ;}  "sesh"          { return SESH ;}  "-->"           {  return CIN ;}  "<--"           { return COUT; }  "case\_check\_kori" { return CASE;}  ":"         { return COLON ;}  "++"        { return INC;}  "--"        { return DEC;}  "ar"        { return AR;}  "jog"       { return ADDOP; }  "-"       { return SUBOP; }  "\*"       { return MULOP; }  "/"       { return DIVOP; }  "=="      { return EQUOP; }  ">"       { return GT; }  "<"       { return LT; }  "("       { return LPAREN; }  ")"       { return RPAREN; }  "{"       { return LBRACE; }  "}"       { return RBRACE; }  ";"       { return SEMI; }  "soman"       { return ASSIGN; }  "print"       { return PRINT; }  "scan"       { return SCAN; }  {ID}        {strcpy(yylval.str\_val, yytext); return ID;}  {ICONST}    {yylval.int\_val=atoi(yytext); return ICONST;}  "\n"        { lineno += 1; }  [ \t\r\f]+  .       { yyerror("Unrecognized character"); } |

.y file

|  |
| --- |
| %{      #include <stdio.h>      #include <stdlib.h>      #include <string.h>      #include "symtab.c"      #include "codeGen.c"      void yyerror();      extern int lineno;      extern int yylex();      /\*      START,      HALT,      LD\_INT,               gen\_code(LD\_INT, data);     push data at OP-stack      LD\_VAR,               gen\_code(LD\_VAR, address);  load from V-stack at address , push at OP-stack      STORE,                gen\_code(STORE, address);   Load operation stack top data , store varible stack at Address      SCAN\_INT\_VALUE,       gen\_code(SCAN\_INT\_VALUE, address);       Scan data, Store V-stack at address      PRINT\_INT\_VALUE,      gen\_code(PRINT\_INT\_VALUE, address);      load data from V-stack at address , print      ADD,                  gen\_code(ADD, -1)           pop 2 data from operation stack , ADD them , STORE operation-stack      SUB,                  gen\_code(SUB, -1)      MUL,                  gen\_code(MUL, -1)      GT\_OP,                gen\_code(GT\_OP,gen\_label());      LT\_OP,                gen\_code(LT\_OP,gen\_label());        IF\_START,      ELSE\_START,      ELSE\_END,        WHILE\_LABEL,      WHILE\_START,      WHILE\_END      LOOP\_INI      LOOP\_START      LOOP\_END      UNDEF\_TYPE 0      INT\_TYPE 1      REAL\_TYPE 2      CHAR\_TYPE 3      void insert(char\* name, int type);      list\_t\* search(char \*name);      int idcheck(char\* name);      int gettype(char \*name);      int typecheck(int type1, int type2);        gen\_label()        \*/  %}  %union  {      char str\_val[100];      int int\_val;  }  %token PRINT SCAN  %token ADDOP SUBOP MULOP DIVOP EQUOP LT GT  %token LPAREN RPAREN LBRACE RBRACE SEMI ASSIGN  %token<str\_val> ID  %token ICONST  %token  INT  %type <int\_val> INT  ICONST COLON  %token  RETTYPE SURU  SESH  CIN  COUT CASE COLON INC DEC AR  %left LT GT /\*LT GT has lowest precedence\*/  %left ADDOP  %left MULOP /\*MULOP has lowest precedence\*/  %start program  %%  program:RETTYPE ID LPAREN RPAREN SURU {gen\_code(START, -1); } code  {gen\_code(HALT, -1);} SESH ;  code:code stmnt | ;  stmnt : dec | assign | printfun |casechk ;  dec : INT CIN ID {      insert($3,$1);  } ;  assign : ID ASSIGN exp      {          int address = idcheck($1);          if(address!=-1)          {              gen\_code(STORE,address);          }          else{               yyerror ();          }      };  exp : exp ADDOP exp { gen\_code(ADD,-1);}      | exp SUBOP exp { gen\_code(SUB,-1);}      | T ;  T : ID      {          int address = idcheck($1);          if(address!=-1)          {              gen\_code(LD\_VAR,address);          }          else{               yyerror ();          }      }      | ICONST      { gen\_code(LD\_INT,$1);} ;  printfun : PRINT COUT ID      {          int address = idcheck($3);          if(address!=-1)          {              gen\_code(PRINT\_INT\_VALUE,address);          }          else{               yyerror ();          }      };  casechk : CASE ID AR SURU ICONST COLON ID INC ICONST COLON ID DEC SESH {      $6=gen\_label();      $10=gen\_label();      int address=idcheck($2);      if(address!=-1)      {          // for case 20 : q++          gen\_code(LD\_VAR,address);          gen\_code(LD\_INT,$5);          gen\_code(EQL\_OP,gen\_label());          gen\_code(IF\_START,$6);            gen\_code(LD\_VAR,address);          gen\_code(LD\_INT,1);          gen\_code(ADD,-1);          gen\_code(STORE,address);            gen\_code(ELSE\_START,$6);          gen\_code(ELSE\_END,$6);          //19 : q--          gen\_code(LD\_VAR,address);          gen\_code(LD\_INT,$9);          gen\_code(EQL\_OP,gen\_label());          gen\_code(IF\_START,$10);            gen\_code(LD\_VAR,address);          gen\_code(LD\_INT,1);          gen\_code(SUB,-1);          gen\_code(STORE,address);            gen\_code(ELSE\_START,$10);          gen\_code(ELSE\_END,$10);        }      else{          yyerror ();      }  } ;  %%  void yyerror ()  {      printf("Syntax error at line %d\n", lineno);      exit(1);  }  int main (int argc, char \*argv[])  {      yyparse();      printf("Parsing finished!\n");      printf("============= INTERMEDIATE CODE===============\n");      print\_code();      printf("============= ASM CODE===============\n");      print\_assembly();      return 0;  } |

Gencode.c

|  |
| --- |
| #include "codeGen.h"  int gen\_label()  {      return code\_offset;  }  void gen\_code(enum code\_ops op, int arg)  {      code[code\_offset].op = op;      code[code\_offset].arg = arg;      code\_offset++;  }  void print\_code()  {      int i = 0;      for(i=0; i<code\_offset; i++)      {          printf("%3d: %-15s  %4d\n", i, op\_name[code[i].op], code[i].arg);      }  }  void print\_assembly()  {      int i = 0;      int j = 0;      int stack\_variable\_counter = 0;      for(i=0; i<code\_offset; i++)      {          printf("\n;%s %d\n", op\_name[code[i].op], code[i].arg);          if(code[i].op == LD\_INT || code[i].op == LD\_VAR)              stack\_variable\_counter++;            if(code[i].op == ADD)              stack\_variable\_counter--;          switch(code[i].op)          {              case START:                              printf(".686\n");                              printf(".model flat, c\n");                              printf("include C:\\masm32\\include\\msvcrt.inc\n");                              printf("includelib C:\\masm32\\lib\\msvcrt.lib\n");                              printf("\n");                              printf(".stack 100h\n");                              printf("printf PROTO arg1:Ptr Byte, printlist:VARARG\n");                              printf("scanf PROTO arg2:Ptr Byte, inputlist:VARARG\n");                              printf("\n");                              printf(".data\n");                              printf("output\_integer\_msg\_format byte \"\% %d\", 0Ah, 0\n");                              printf("output\_string\_msg\_format byte \"\% %s\", 0Ah, 0\n");                              printf("input\_integer\_format byte \"\% %d\",0\n");                              printf("\n");                              printf("number sdword ?\n");                              printf("\n");                              printf(".code\n");                              printf("\n");                              printf("main proc\n");                              printf("\tpush ebp\n");                              printf("\tmov ebp, esp\n");                              printf("\tsub ebp, 100\n");                              printf("\tmov ebx, ebp\n");                              printf("\tadd ebx, 4\n");                              break;              case HALT:                              printf("\tadd ebp, 100\n");                              printf("\tmov esp, ebp\n");                              printf("\tpop ebp\n");                              printf("\tret\n");                              printf("main endp\n");                              printf("end\n");                              break;              case STORE:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tmov dword ptr [ebp-%d], eax\n", 4\*code[i].arg);                              break;              case SCAN\_INT\_VALUE:                              printf("\tpush eax\n");                              printf("\tpush ebx\n");                              printf("\tpush ecx\n");                              printf("\tpush edx\n");                              for(j=address-1; j>=0; j--)                                  printf("\tpush [ebp-%d]\n", 4\*j);                              for(j=1; j<=stack\_variable\_counter; j++)                                  printf("\tpush [ebp+%d]\n", 4\*j);                              printf("\tpush ebp\n");                                printf("\tINVOKE scanf, ADDR input\_integer\_format, ADDR number\n");                              printf("\tpop ebp\n");                              for(j=stack\_variable\_counter; j>=1; j--)                                  printf("\tpop [ebp+%d]\n", 4\*j);                              for(j=0; j<=address-1; j++)                                  printf("\tpop [ebp-%d]\n", 4\*j);                              printf("\tmov eax, number\n");                              printf("\tmov dword ptr [ebp-%d], eax\n", 4\*code[i].arg);                              printf("\tpop edx\n");                              printf("\tpop ecx\n");                              printf("\tpop ebx\n");                              printf("\tpop eax\n");                              break;              case PRINT\_INT\_VALUE:                              printf("\tpush eax\n");                              printf("\tpush ebx\n");                              printf("\tpush ecx\n");                              printf("\tpush edx\n");                              for(j=address-1; j>=0; j--)                                  printf("\tpush [ebp-%d]\n", 4\*j);                              for(j=1; j<=stack\_variable\_counter; j++)                                  printf("\tpush [ebp+%d]\n", 4\*j);                              printf("\tpush ebp\n");                              printf("\tmov eax, [ebp-%d]\n", 4\*code[i].arg);                              printf("\tINVOKE printf, ADDR output\_integer\_msg\_format, eax\n");                              printf("\tpop ebp\n");                              for(j=stack\_variable\_counter; j>=1; j--)                                  printf("\tpop [ebp+%d]\n", 4\*j);                              for(j=0; j<=address-1; j++)                                  printf("\tpop [ebp-%d]\n", 4\*j);                              printf("\tpop edx\n");                              printf("\tpop ecx\n");                              printf("\tpop ebx\n");                              printf("\tpop eax\n");                              break;              case LD\_VAR:                              printf("\tmov eax, [ebp-%d]\n", 4\*code[i].arg);                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case LD\_INT:                              printf("\tmov eax, %d\n", code[i].arg);                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case ADD:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tadd eax, edx\n");                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case SUB:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tsub edx, eax\n");                              printf("\tmov eax, edx\n");                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case MUL:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tIMUL eax, edx\n");                              printf("\tmov dword ptr [ebx], eax\n");                              printf("\tadd ebx, 4\n");                              printf("\n");                              break;              case GT\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tjg %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;              case LT\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tjl %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;               case LTE\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tjle %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;              case EQL\_OP:                              printf("\tsub ebx, 4\n");                              printf("\tmov eax, [ebx]\n");                              printf("\tsub ebx, 4\n");                              printf("\tmov edx, [ebx]\n");                              printf("\tcmp edx, eax\n");                              {                                  char relop\_start\_label[50]="LS";                                  char relop\_end\_label[50]="LE";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(relop\_end\_label, number);                                  strcat(relop\_start\_label, number);                                  printf("\tje %s\n", relop\_start\_label);                                  printf("\tmov dword ptr [ebx], 0\n");                                  printf("\tjmp %s\n", relop\_end\_label);                                  printf("\t%s: mov dword ptr [ebx], 1\n", relop\_start\_label);                                  printf("\t%s: add ebx, 4\n\n", relop\_end\_label);                              }                              printf("\n");                              break;              case IF\_START:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tcmp eax, 0\n");                              {                                  char else\_start\_label[]="ELSE\_START\_LABEL\_";                                  char number[10];                                  strcat(else\_start\_label,itoa(code[i].arg, number, 10));                                  printf("\tjle %s\n", else\_start\_label);                              }                              printf("\n");                              break;              case ELSE\_START:                              {                                  char else\_start\_label[50]="ELSE\_START\_LABEL\_";                                  char else\_end\_label[50]="ELSE\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(else\_end\_label, number);                                  printf("\tjmp %s\n", else\_end\_label);                                  strcat(else\_start\_label, number);                                  printf("%s:\n", else\_start\_label);                              }                              printf("\n");                              break;              case ELSE\_END:                              {                                  char else\_end\_label[50]="ELSE\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(else\_end\_label, number);                                  printf("%s:\n", else\_end\_label);                              }                              printf("\n");                              break;              case WHILE\_LABEL:                              {                                  char while\_start\_label[]="WHILE\_START\_LABEL\_";                                  char number[10];                                  strcat(while\_start\_label,itoa(code[i].arg, number, 10));                                  printf("%s:\n", while\_start\_label);                              }                              printf("\n");                              break;              case WHILE\_START:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tcmp eax, 0\n");                              {                                  char while\_end\_label[]="WHILE\_END\_LABEL\_";                                  char number[10];                                  strcat(while\_end\_label,itoa(code[i].arg, number, 10));                                  printf("\tjle %s\n", while\_end\_label);                              }                              printf("\n");                              break;              case WHILE\_END:                              {                                  char while\_start\_label[50]="WHILE\_START\_LABEL\_";                                  char while\_end\_label[50]="WHILE\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(while\_start\_label, number);                                  printf("\tjmp %s\n", while\_start\_label);                                  strcat(while\_end\_label, number);                                  printf("%s:\n", while\_end\_label);                              }                              printf("\n");                              break;                case LOOP\_INI:                              {                                  char for\_start\_label[]="LOOP\_START\_LABEL\_";                                  char number[10];                                  strcat(for\_start\_label,itoa(code[i].arg, number, 10));                                  printf("%s:\n", for\_start\_label);                              }                              printf("\n");                              break;              case LOOP\_START:                              printf("\tmov eax, [ebx-4]\n");                              printf("\tcmp eax, 0\n");                              {                                  char for\_end\_label[]="LOOP\_END\_LABEL\_";                                  char number[10];                                  strcat(for\_end\_label,itoa(code[i].arg, number, 10));                                  printf("\tjle %s\n", for\_end\_label);                              }                              printf("\n");                              break;              case LOOP\_END:                              {                                  char for\_start\_label[50]="LOOP\_START\_LABEL\_";                                  char for\_end\_label[50]="LOOP\_END\_LABEL\_";                                  char number[10];                                  itoa(code[i].arg, number, 10);                                  strcat(for\_start\_label, number);                                  printf("\tjmp %s\n", for\_start\_label);                                  strcat(for\_end\_label, number);                                  printf("%s:\n", for\_end\_label);                              }                              printf("\n");                              break;                default:                              break;          }      }  } |

**Output (Screen/SnapShot):**

|  |
| --- |
| In line no 3, Inserting p with type INT\_TYPE in symbol table.  In line no 4, Inserting q with type INT\_TYPE in symbol table.  Parsing finished!  ============= INTERMEDIATE CODE===============  0: start -1  1: ld\_int 8  2: store 0  3: ld\_var 0  4: ld\_int 12  5: ld\_int 1  6: sub -1  7: add -1  8: store 1  9: ld\_var 1  10: ld\_int 20  11: eql 11  12: if\_start 9  13: ld\_var 1  14: ld\_int 1  15: add -1  16: store 1  17: else\_start 9  18: else\_end 9  19: ld\_var 1  20: ld\_int 19  21: eql 21  22: if\_start 9  23: ld\_var 1  24: ld\_int 1  25: sub -1  26: store 1  27: else\_start 9  28: else\_end 9  29: halt -1  ============= ASM CODE===============  ;start -1  .686  .model flat, c  include C:\masm32\include\msvcrt.inc  includelib C:\masm32\lib\msvcrt.lib  .stack 100h  printf PROTO arg1:Ptr Byte, printlist:VARARG  scanf PROTO arg2:Ptr Byte, inputlist:VARARG  .data  output\_integer\_msg\_format byte "%d", 0Ah, 0  output\_string\_msg\_format byte "%s", 0Ah, 0  input\_integer\_format byte "%d",0  number sdword ?  .code  main proc  push ebp  mov ebp, esp  sub ebp, 100  mov ebx, ebp  add ebx, 4  ;ld\_int 8  mov eax, 8  mov dword ptr [ebx], eax  add ebx, 4  ;store 0  mov eax, [ebx-4]  mov dword ptr [ebp-0], eax  ;ld\_var 0  mov eax, [ebp-0]  mov dword ptr [ebx], eax  add ebx, 4  ;ld\_int 12  mov eax, 12  mov dword ptr [ebx], eax  add ebx, 4  ;ld\_int 1  mov eax, 1  mov dword ptr [ebx], eax  add ebx, 4  ;sub -1  sub ebx, 4  mov eax, [ebx]  sub ebx, 4  mov edx, [ebx]  sub edx, eax  mov eax, edx  mov dword ptr [ebx], eax  add ebx, 4  ;add -1  sub ebx, 4  mov eax, [ebx]  sub ebx, 4  mov edx, [ebx]  add eax, edx  mov dword ptr [ebx], eax  add ebx, 4  ;store 1  mov eax, [ebx-4]  mov dword ptr [ebp-4], eax  ;ld\_var 1  mov eax, [ebp-4]  mov dword ptr [ebx], eax  add ebx, 4  ;ld\_int 20  mov eax, 20  mov dword ptr [ebx], eax  add ebx, 4  ;eql 11  sub ebx, 4  mov eax, [ebx]  sub ebx, 4  mov edx, [ebx]  cmp edx, eax  je LS11  mov dword ptr [ebx], 0  jmp LE11  LS11: mov dword ptr [ebx], 1  LE11: add ebx, 4  ;if\_start 9  mov eax, [ebx-4]  cmp eax, 0  jle ELSE\_START\_LABEL\_9  ;ld\_var 1  mov eax, [ebp-4]  mov dword ptr [ebx], eax  add ebx, 4  ;ld\_int 1  mov eax, 1  mov dword ptr [ebx], eax  add ebx, 4  ;add -1  sub ebx, 4  mov eax, [ebx]  sub ebx, 4  mov edx, [ebx]  add eax, edx  mov dword ptr [ebx], eax  add ebx, 4  ;store 1  mov eax, [ebx-4]  mov dword ptr [ebp-4], eax  ;else\_start 9  jmp ELSE\_END\_LABEL\_9  ELSE\_START\_LABEL\_9:  ;else\_end 9  ELSE\_END\_LABEL\_9:  ;ld\_var 1  mov eax, [ebp-4]  mov dword ptr [ebx], eax  add ebx, 4  ;ld\_int 19  mov eax, 19  mov dword ptr [ebx], eax  add ebx, 4  ;eql 21  sub ebx, 4  mov eax, [ebx]  sub ebx, 4  mov edx, [ebx]  cmp edx, eax  je LS21  mov dword ptr [ebx], 0  jmp LE21  LS21: mov dword ptr [ebx], 1  LE21: add ebx, 4  ;if\_start 9  mov eax, [ebx-4]  cmp eax, 0  jle ELSE\_START\_LABEL\_9  ;ld\_var 1  mov eax, [ebp-4]  mov dword ptr [ebx], eax  add ebx, 4  ;ld\_int 1  mov eax, 1  mov dword ptr [ebx], eax  add ebx, 4  ;sub -1  sub ebx, 4  mov eax, [ebx]  sub ebx, 4  mov edx, [ebx]  sub edx, eax  mov eax, edx  mov dword ptr [ebx], eax  add ebx, 4  ;store 1  mov eax, [ebx-4]  mov dword ptr [ebp-4], eax  ;else\_start 9  jmp ELSE\_END\_LABEL\_9  ELSE\_START\_LABEL\_9:  ;else\_end 9  ELSE\_END\_LABEL\_9:  ;halt -1  add ebp, 100  mov esp, ebp  pop ebp  ret  main endp  end |